
Running the OSOP 'noiseestimate.py" 

 
Note: This program is proprietary to OSOP and should not be shared without 

permission. 

 

This is a Python program which, under Windows, must be run in the interpreted mode.  

After it is completely debugged it may be possible to make it into a stand-alone .exe. 

 

It makes use of the library stacks 'numpy', 'matplotlib' and possibly 'scipy'.  Also it uses the 

python seismic library 'obspy'.  It works with Python version 2.7x, (but probably not 3). 

 

I found that the easiest way to install Python and the libraries is to use the 'Anaconda' free 

Python distribution that installs many useful libraries including all those needed by 

noiseestimate, excepting for 'obspy'.  

See:  https://store.continuum.io/cshop/anaconda/ 

Download the appropriate Windows installer and run it.  I would recommend using the 

32bit version even on a 64 bit machine, as there are a few Python functons (probably not 

used here) which only work with 32bit  Python.  It should preferably be installed in a 

directory of the root C:\  such as C:\Anaconda or C:\Python27 rather than in C:\Program 

Files or C:\Program Files (x86). 

 

You then need to make sure that the Windows environment variable 'path' includes your 

Python root directory and its '\Scripts' subdirectory.  Open a command window and enter 

'path' to see if those two directories have been included.  If not, add them by entering 

something like:   path %path%;C:\Python27;C:\Python27\Scripts 

where, in this example, Python27 was the Python root directory. 

 

Obspy may be found at  

https://github.com/obspy/obspy/wiki 

Installing obspy is not quite as automatic as Anaconda, but I followed the directions, 

including those for installing some of its modules from the Command line. 

 

After everything was properly installed, I made a subdirectory in the Python root called 

'Noiseestimate' to contain everything associated with noise plotting.  Unzip the 

noiseestimate files into that directory.  In it will be subdirectories 'data' which contain the 

.mseed recorded data files, along with the files containing the instrument response poles 

and zeros and normalization CONSTANTs.  The subdirectory 'models' contains data for 

plotting the various low and high earth noise models as well as for plotting the 

approximate ground motions from earthquakes of various magnitudes and distances.  I 

created a subdirectory, 'Results',  where I could save the output plot images as .png files. 

 

The noiseestimate program consists of 'noiseestimate.py', the main program, and 'setup.py'.  

setup.py is used like an 'inf' file to specify the filenames of the data and response files to be 

processed, the plot range, as well as True/False switches to define what information will be 

plotted.  This is a text file which may be edited with a text editor, or better, with the 'idle' 

Python text editing program which should have gotten installed along with Python. 



 

In addition, ascii2mseed.exe converts ascii data files having header lines with a defined 

format into the .mseed data files required by noiseestimate.py.  SDRmanip is first used to 

extract data from the WinSDR 'sys' daily record files into the SEIFE ascii format.  Then, 

for now, their headers must be manually edited into the form required for ascii2mseed.  I 

am hoping to soon be able to somewhat automate the entire process of getting from 

WinSDR 'sys' files to the mseeds.  SDRmanip may also be used to decimate the data to a 

lower sample rate, which only needs to be greater than ~2.1x the highest frequency you 

want to evaluate.  The latest versions of WinSDR now provide satisfactory anti-alias 

filtering when decimating. 

 

I have not tried to use bdf2mseed.py.   

 

When editing 'setup.py', note: 

The three SAC_PZs_Data(n), instrument response files must be listed in the same order, as 

their corresponding .mseed data files.  You can check when running noiseestimate that the 

"Matched file pairs.." it lists are in the expected order. 

 

The .mseed data files may be named as desired. 

SAC_PZs_Data(n) must have names of that form. 

 

The 'CUTOFF' low-frequency plot limit must be in the same units, Hertz or Seconds, as 

specified in XMODE. 

   

When PLOT_HOLCOMB is True, noiseestimate.py will not run. 

 

The '#' sign indicates the beginning of a Python comment. 

 

I have made a number of changes to the two original .py programs.  To keep things 

straight, I have used '###' to comment out lines I wanted to change, and have appended 

'###' to any lines I added. 

 

Note that the generator constants for Napas 1, 2 & 3, as reflected in the values used for 

CONSTANT are not totally correct.  Correct values would have the ground noise PSD 

curves almost exactly overlaying each other.  Given one instrument of known calibration, 

this is a rough but effective way for checking the calibrations of the two others. 

 

Noiseestimate may be run by simply double-clicking it in a Windows Explorer window, so 

long as the .py extension has previously been associated with Python.exe.   

Or, in a Command window, starting from the 'noiseestimate directory, it would be run by 

entering   python.exe noiseestmate.py  It could also be run using NE.bat, by 

simply entering NE. 

 

Theplot .png image files will not be saved automatically, though they can be saved in 

'plots' from the Photo Viewer window. 

 



 

My directory structure: 
 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Directory contents: 
 

Python27 (or Anaconda)  All Python and related program modules.  As installed. 

 

noiseestimate  - Root directory for noiseestimate programs 

  noiseestimate.py 

  setup.py - Edit this to set program control variables. 

  ascii2mseed.exe 

  ascii2mseed.doc 

  sdrmanip.exe 

  runestimate.exe   [not programmed yet] 

  Running noiseestimate.pdf  [this file] 

 

Data -  Input data for noiseestimate 

  Recorded .mseed data files & instrument response files 

 ex: Chan05-N1.mseed 

       SAC_PZs-N1 

models (contents will not normally be changed) 

 Data for plotting low and high earth noise models 



 Data for plotting quake magnitude curves 

 

SDRdatfiles - WinSDR daily record files to cover time period being studied. 

 ex: sys6.20140528.dat 

  Can have subdirectories, Sysn, for each A/D, if  more than 1. 

  Contains text file which relates channel # to instrument code. 

   [use of this to be implemented] 

 

ASCII Data format for 'ascii2mseed' 

----------- 
The input ASCII data are expected to start with a simple header 

followed by data samples in one of two forms: a columnar sample value 

listing or time-sample pairs.  The columnar sample value listing may 

have 1 to 8 columns.  The header identifies the time series source 

parameters (SEED convention) along with number of samples, sample 

rate, time of first sample, sample list format, sample type and 

optionally the units of the samples. 

 

Header lines are of the general form: 

 

"TIMESERIES SourceName, # samples, # sps, Time, Format, Type, Units" 

 

Header field descriptions: 

 

SourceName "Net_Sta_Loc_Chan_Qual", no spaces, quality code optional 

samples  Number of samples following header 

sps      Sampling rate in samples per second 

Time     Time of first sample in ISO YYYY-MM-DDTHH:MM:SS.FFFFFF format 

Format   'SLIST' (sample list) or 'TSPAIR' (time-sample pair) 

Type     Sample type 'INTEGER' or 'FLOAT' 

Units    Units of time-series (will not be present in Mini-SEED) 

 

The header line should not be wrapped and must contain the spaces and 

commas as specified in the general form.  The units field of the 

header is optional and will not be used by ascii2mseed (there is no 

place for units in Mini-SEED).  No blanks lines should exist between 

the header and data samples. 

 

The SourceName field identifies the source of the time series 

data using the SEED name nomenclature separated by underscores.  The 

data quality code is optional and defaults to 'D'.  Spaces in the 

source name field are not supported. 

 

More than one data segment (header and associated data samples) may be 

contained in any given input file. 

 

Example data file using SLIST (sample list) format 

 

TIMESERIES XX_TEST__BHZ, 12 samples, 40 sps, 2003-05-29T02:13:22.043400, 

SLIST, INTEGER, Counts 

      2787        2776        2774        2780        2783        2782 

      2776        2766        2759        2760        2765        2767 

 

 



[The start of my file 'channel01.txt' 

Notes: In the file, the header is a single line. 

 If the data are not integers, replace INTEGER with FLOAT] 

 

TIMESERIES AM_RPV_ch01-TC_HHZ, 7197081 samples, 100 sps, 2015-05-

28T00:00:29.200, SLIST, INTEGER, Counts 
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